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ABSTRACT:  

In computer education, computer programming is considered to be the most difficult and challenging subject to learn 

and understand especially for beginner students. Critical investigation of such causes and how to resolve have been a 

focused area for the research community since last few decades. Even with the advancement of technology, education 

sector is still not fully utilising the technology. Therefore, it’s time that appropriate teaching methodology should be 

developed using interactive teaching curriculum to ease students' learning difficulty caused by lack of experience and 

necessary understanding. There are many theories investigated to enhance knowledge assimilation methodology. This 

research paper attempted to identify the important design principles by investigating learning theories and identifying 

the innovative approach engaged in educational teaching. Amongst many, two principal theories, first, theory of 

Constructivism and second, Cognitive Load theory have been identified and investigated. In addition, a qualitative 

and quantitative methods were applied to identify the gaps and challenges for beginners. An extensive survey targeting 

560 people conducted which helped to identify the trends of current state of programming challenges and what can be 

done to improve it. 12 open ended interviews were conducted with programming tutors to get more insight into the 

current state of teaching and difficulties with students. Based on literature and data collection findings, this research 

proposes a theoretical process framework to design and develop visual programming instruction model.  

    

KEYWORDS: Theory of constructivism, Cognitive Load Theory, Computer Science Education, Visualisation 

methodology, Smart Interactive education.  

 

1. INTRODUCTION 

India has about 3.86 million direct IT employment and about 12 million indirect, related to IT services in 2017[48]. 

By 2020, India will have 5.2 million developers, a nearly 90% increase, versus 4.5 million in the U.S., a 25% increase 

through that period. India is set to become Global leader in IT services. India's software development growth rate is 

attributed, in part, to its population size, 1.2 billion, and relative youth, with about half the population under 25 years 

of age, and economic growth. So at a time, when India is dubbed as a leader of IT services for the world market, 

proficiency in programming is pertinent for the next generation of programmer. Learning a programing at the college 

level becomes an entry point for most professionals However, many researcher have pointed out that student are facing 

learning difficulties in the conventional way of teaching. There are various reasons cited throughout many research 

that they don’t understand the teacher; they are hesitant to ask any questions; subject is very complicated to learn; it’s 

very boring to sit through entire class and read programming syntax. Even with the advancement of technology, 

education sector is still not fully utilising the technology. Therefore, it’s high time that appropriate learning and 

teaching methodologies should be developed using interactive teaching mechanism  to ease students' learning 

difficulty, caused by lack of experience and necessary understanding. 
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The author argued, part of a problem has been a tendency to only look at the technology and not how it is used. Merely 

introducing technology to the educational process is not enough. The question of what teachers need to know and how 

students needs to learn in order to appropriately incorporate technology into their teaching has received a great deal 

of attention in past decade (International Society for Technology in Education, 2000; Zhao, 2003). Our work has been 

aimed at theoreticians and researchers, as well as practitioners and educators. Use of Multimedia in an teaching 

environment, in particular with the integration of  cognitive load theory has the potential to enhance the student’s 

'attention span and enable focussed learning. Such methodology has shown tremendous potential for students which 

help them to guide in the study, minimise the difficulty, and further cut down the mental load. Therefore, this research 

will focus on investigating the following underlying issues. i) Identify the limitation of conventional way of learning. 

ii) Identify  the use of technology in computer science education. iii) Importance of social cognitive learning in 

education. iv) Investigate important design principles for pedagogical programming concepts.  

 

Many research has been conducted in educational programming tools to assist the basic learning of computer courses. 

In literature research, many trends have been summarised and classified into five categories[7].  

 

● Interactive worlds: Development of interactive environments based on manipulating scenes and objects 

employing basic commands (for example Move, Turn, Back for robots).  

● GUI based environments: Coding interface for code creation using visual interaction. Code can be presented 

in both graphical or textual form (Visual C, VB). 

● Abstract environments: Many visual tools that helps to create program with the use of link between different 

class objects, for example UML, Sequence, Flow charts. 

● Object Oriented programming environments: Tool designed for object-oriented programming with visual 

developmental features. (Visual studio, Eclipse, Netbeans, Android studio). 

  

The primary aim of the proposed research is (a) the critical investigation of different learning theories to outline main 

principles for coding tool for beginners, (b) the design and development of a novel coding model to demonstrate 

identified design principles and (c) the verification and validation of the proposed model to assess the enhancement 

of the learning for young students.. In this paper, the author focuses on the first objective to identify the critical design 

principles for the effectiveness of the tool to enhance cognitive learning.  

 

2. IDENTIFICATION OF LEARNING THEORIES AND THEORETICAL REVIEW 

 

In the context of this research, learning theories are conceptual frameworks describing how the coding skill is acquired, 

understood, and maintained during learning stage. From various learning theories, propose research focussed on two 

critical theories, i) Theory of Constructivism and, ii) Theory of Cognitive Load. Theory of Constructivism focuses on 
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understanding as an running process of knowledge construction. Therefore, in the context of this research and within 

the education sector, a student can model their knowledge of a particular area. In the area of programming, the proper 

guidance should be included by designing a focussed computer education model for coding commands and set of 

instructions. Furthermore, design principles for computer education model can be reviewed via theory of 

constructivism. For example: Logo programming environment (1980), one of the most popular programming 

languages for students, was developed using constructivism. On the other side, Theory of Cognitive Load analyse how 

student process information and presents a set of design guidelines for organising this information for successful 

learning for beginners. Therefore, guidelines deduced from the above theories could result in the enhancement of the 

learnings of these models.   

 

2.1  REVIEW OF CONSTRUCTIVISM THEORY 

 

Constructivism is a theory of knowledge and how can it be achieved by people. Many research studies have referred 

to constructivism in educational tool. However, one of the first research to study of the implications of applying 

constructivism was conducted by [10][11]. The author identified the learning difficulties in students when they used 

a what-you-see-is- what-you-get (WYSIWYG) word processor. The author found that, CS students lacked a cognitive 

framework to guide them, in order to gain focussed knowledge from their regular interaction with a computer. Second 

the computer presents an accessible ontological reality. A number of researchers have focused on this area. The 

InSTEP [12] was developed to provide a constructivist learning experience for computer engineering students as an 

introductory course. His work demonstrated that students who received feedback from the InSTEP system needed 

minor help from teachers in learnings than the students who had no feedback from the system. [8] developed a 

constructivist approach in creating teaching material and guidelines for basic coding classes. He echoed that 

constructivism theory enhanced students’ understanding of the subject material. Then, A pedagogical approach based 

on a constructivism was presented by [13] for teaching object-oriented concepts for students. The research indicated 

that students improved their problem solving skills and theoretical understanding of coding concepts.[14], They 

conducted three case studies on how real life date can be used from constructivism to teach the sorting algorithms, 

solve puzzles and recognize groups from their multiplication tables. [15] applied constructivism to demonstrate the 

concept of ‘static’ in Java program and why it is often hard to understand. Another graphical environment was 

presented by [16] to guide teachers programmatically produce their teaching material using constructivism theory.  

              

2.2 REVIEW OF COGNITIVE LOAD THEORY 

 

This theory aims to create a conceptual framework of how information is understood intellectually by an individual 

to achieve greater learning outcomes. Many researchers have undertook this area of research in teaching tools. [20] 

presented a 4C/ID model for developing instructional programmes for complex skills acquisition. [23][24] presented 

how cognitive load theory can assist multimedia learning and the design of such software. One of the experiment was 

conducted using text and then, images and text both at the same time. [25] developed a pedagogical design using 

cognitive load theory and other theories for teaching Object Oriented Programming concepts. [28] investigated the 

effect of various strategies on the different learning measurements for cognitive load theory to acquire programming-

knowledge especially loops acquired.  [26] presented case-study for particular programming concepts. [27]The model 

was developed using the Cognitive load and Human computer interaction principles. Their review showed that there 

is commonality between aforementioned principles, namely the reduction of unnecessary load in users’ mind. Many 

years of research in the field of cognitive load theory in various disciplines have been undertaken where researchers 

have demonstrated some important techniques that minimise cognitive load. These techniques are: the modality, the 

worked-example, the expertise reversal, the redundancy,the goal-free, the split-attention effect and, the completion 

problem effect [29][30][31][32]. However, not every researcher found cognitive load theory useful in enhancing 

learning [33][34][35],there have been some criticism. [36] raised some concerns regarding the effectiveness of 
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cognitive load theory theory in practical environment. A number of researcher studied the results that contradicted 

cognitive load theory’s predictions and identified some critical methodical problems.  

            

3. SURVEY METHODOLOGY 

 

This survey focused on computer science students, teachers and programmers who have different degree of exposures 

to programming. The students were identified from wide spectrum, starting from primary level who get exposed to 

command based programming to undergraduate students who learns procedural, scripting and object oriented 

programming in their first year itself. Being a beginner, it can be quite difficult to understand the programming if they 

didn’t learn the basics correctly. Hence,The purpose of the survey presented here is to understand the current state of 

programming teaching for beginners and identifying the underlying pertinent issues with programming tools PL/IDE 

and what kind of features required for interactive, cognitive and intuitive IDE for beginners. To achieve this purpose, 

the survey looked at the current usage of programming languages, the complexity and challenges of the current 

languages, advantages and disadvantages of the available programming tools from students, teachers and 

programmer's perspective. This survey also includes the view of teachers who are the representative of delivering 

programming courses and to receive their view about what they think about the current mode of learning. The results 

will provide directions in research, development, training, and strategies that will respond to the needs of this industry 

and academic studies. The survey was sent by e-mail, posted on social network and social messaging through whatsapp 

to a statistical sample of 580 people. This sample of group was split in four categories: academic researchers, teachers, 

computing students, and programmers. The sample was selected at random in order to ascertain reliability about the 

population. The prior consent was taken and the answers provided were kept confidential and used for statistical 

purposes and released in aggregate form only.  

  

3.1 Quantitative results and discussions  

Most conducted survey indicates, the return rates for Internal surveys will generally receive a 30-40% response rate 

on average, compared to an average 10-15% response rate for external surveys. 

         
It also depends on the selected demographics, enthusiasm towards the topic, focused participations etc; The findings 

presented here are based on an overall 34.6% return rate, 194 respondents. Even though an average response was 

obtained, the findings of the survey presented a clear trend towards the current programming tools and its complexity 

while learning for beginners, useful information about the respondent’s perspective and addressed specific concerns 

while learning programming. The results of the survey are presented within the following four topics: Exposure to 

programming, List of current PL/IDE usage, Advantages and disadvantages of current programming tools; and 

research directions. The distribution of responses with respect to the three categories of targeted population is shown 

in Figure 1. 
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As it shows, students participated overwhelmingly amounting to 70.6% that gave a clear trends of their difficulties 

and challenges in learning programming in existing teaching methodologies. There were also 22.2% programmers 

who gave us some interesting insight about present IDEs and what can be done to improve the current state. Among 

those respondents, more than 58% population were exposed to programming between 1-3 years that shows most of 

the  respondents were either familiar with the programming or had some knowledge about it. Next chart spell out the 

languages and environment they were exposed for the first time in their life. This says something about today’s 

teaching curriculum that are exposing the students to complex programming structure without building their base and 

creating a basic understanding of natural programming language. Majority of the respondent enjoyed programming 

as a subject, almost 89% but found it boring while learning in class .  

 

 
 

While selecting the population, authors decided to select students from School to diploma, bachelors and master to 

teachers and programmers. It gave a wider perspective about how they see programming as a subject and how to 

develop an effective methodology for beginners. Surprisingly maximum respondent cited part of a curriculum as their 

reason for learning programming, some said they are using particular IDE because their teachers said so while some 

minority suggested they are learning only for exams. 

 
 

However, there were majority of the respondent who enjoyed programming as a subject and found Interactive UI and 

Easy declaration one of the important features for using any specific PL/IDE.  One of the major revelation was, more 

than 60% people found syntax semantics in different environment confusing including complex IDE and dull interface. 

They thought aforementioned are the main disadvantages..  
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When the author asked for desired features for proposed PL/IDE, majority suggested to have natural language easy 

commands, step by step instruction to write program and visual interface and some desired intelligent hints while 

writing codes. When the author asked about their current mode of teaching majority answered, they are learning in 

traditional classroom setup  or in labs or learning from friends. Majority of the programmers said they prefer to learn 

from video tutorials or getting help from online communities. They were quite uptodate with their knowledge and 

wanted instantaneous help.  

 

 
In another question, respondents addressed their challenges in current course. Different syntax for different 

programming environment was major complain from almost 35% respondent while 21% opined learning in classroom 

is the most boring way to learn programming. There  were 15% who said, they don’t understand teacher at all. Most 

beginners have difficulty in learning a programming in C and Java environment especially when they are beginning 

to learn. Most students found difficulty in basic understanding of difference between data types and variable. Hence, 

having a instruction in natural language for the beginners can be easy to understand and program. Many participants 

said they knew the entire logic and steps for the program but still they couldn’t create the program. They were missing 

a basic understanding to code.   
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When the author asked for important features they would like to have in proposed PL/IDE, majority responses were 

simplified syntax, instant error detection and visual way of coding. It seems they were quite clear about what they 

would prefer in a programming environment. Almost unanimously all participant agreed that a Icon based visual 

programming is a better way to get exposed to programming as it is cognitive and constructive way to learn it.  

   
 

4. QUALITATIVE RESULTS AND DISCUSSIONS 

      

An extensive literature review helped in identifying the design principles. However, little information is available in 

the international literature about the current status of introductory programming education in India. The author 

interviewed 12 teachers and lecturers from school and colleges who were teaching programming to beginners. As part 

of this research methodology, along with survey open ended interviews were conducted to get insight into the teacher’s 

challenges and took their opinion about why it exist in today’s techno savvy time and what should be done to resolve 

this issue. Teachers were informed about the aim of the research. During these interviews, author was focussed specific 

issues i) the software tool that participants have used to teach programming and their opinion on its/their effectiveness; 

ii) the problems that beginners face during introductory programming courses, according to participants’ experience; 

and iii) the desired features for an educational programming tool for teaching and learning introductory programming. 

The answers of all respondents were categorised per question. Each category was created based on the answers of the 

respondents. More specifically, analysis was conducted either by identifying common answers and emerging patterns 

or by synthesising all responses to produce an aggregated/combined response for a category.  

 

During the discussion, majority teachers said that a set of general-purpose as well as educational programming 

languages used were QBasic, Fortran, C, Visual Basic and Java. The main disadvantages of these languages are that 

the majority of these programming languages (i) are too complex and (ii) provide features beyond those that are 

required for pedagogical purposes. In particular, they lack a user- friendly environment, they are in the English 
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language and their set of instructions is too large. Thus, an unnecessary complexity is imposed by the use of these 

tools. Many tutors said even when beginners know the steps of a solution and the commands of a programming 

language they are unable to structure the final program. They think this happens because beginners seem to lack the 

knowledge and experience of using programming commands to translate the steps of the solution into a program. 

Other major problems that beginners have are distinguishing the commands they should use in a program and lacking 

knowledge of how data types, arrays and functions should be used. Most of the interviewees commented that 

knowledge of mathematics and computer architecture could lead novices towards a more analytical and structured 

way of thinking, which could help them to conceptualise and create their own programs. According to the 

interviewees, an educational programming language suitable for teaching introductory programming should have a 

set of desirable characteristics in order to serve its educational purpose. The results of the interviews revealed that this 

set should include a visual environment, which would be supportive and simple to learn and use, a small and simple 

set of instructions, easy syntax close to natural language, and a visual representation of programming elements. 

Concisely, a new programming language and integrated development environment should support the following 

features: 

     

● Graphical development environment, which will help and guide students during the creation of programs; 

● Simple syntax; 

● Semantics that can be easily understood by non-programmers; 

● Visualisation of basic programming structures and examples;  

● A small set of commands; and 

● Documentation of the set of instructions and supported features by the programming language and 

development environment. 

 

Overall, It took author 14-16 weeks to complete this process and gather 194 participants data that helped to identify 

the underlying issues with the current mode of learning especially for beginners. Most respondent found traditional 

way of learning tedious and confusing and desired to have a tool that would help the coding visually in simplified 

commands and instant error detection. The results from Surveying and Open ended interviews echoed each other’s 

sentiment and identified the root causes.            

     

5. PROPOSED THEORETICAL PROCESS FRAMEWORK 

The basis of our framework is the understanding that learning and teaching is a highly complex activity that draws on 

many kinds of knowledge (Chavada R. et al, 2012). In this particular context, the implications of developing a 

framework go beyond a coherent way of thinking about learning theories, multimedia and pedagogy integration. Many 

scholars have argued that knowledge about technology cannot be treated as context-free and that good methodology 

requires an understanding of how technology relates to the pedagogy and theoretical contents (Hughes, 2005; 

Lundeberg, Bergland, Klyczek, & Hoffman, 2003; Margerum- Leys & Marx, 2002; Neiss, 2005; Zhao, 2003). 
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What sets our approach apart is the specificity of our articulation of these relationships between content, pedagogy, 

and technology. In practical terms, this means that apart from looking at each of these components in isolation, we 

also need to look at them in pairs: pedagogical content knowledge (PCK), technological content knowledge (TCK), 

technological pedagogical knowledge (TPK), and all three taken together as technological pedagogical content 

knowledge (TPCK). This is similar to the move made by Shulman, in which he considered the relationship between 

content and pedagogy and labeled it pedagogical content knowledge. In our case, a similar consideration leads us to 

three pairs of knowledge intersection and one triad. One of the pairs, pedagogical content knowledge, was introduced 

and articulated by Shulman, but we introduce two new pairs and one new triad. Thus, the following elements and 

relationship are important in the framework we propose. 

 

 
 

Authors argued that a conceptually based theoretical framework about the relationship between technology and 

pedagogical learning can transform the conceptualization and the practice of learning and teaching. It can also have a 
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significant impact on the kinds of research questions that we explore. How this framework has guided our research 

and analysis of the effectiveness of our pedagogical approach. The aim of this research is to propose a theoretical 

conceptual framework to develop an interactive pedagogical multimedia tool for beginners to learn programming 

using Cognitive load and Constructivism theories. An additional objective of this work to offer a theoretical framework 

that integrates the pragmatic, technological and the theoretical components together.   The discussion of these learning 

theories and the identification of critical learning challenges of computing students in their programming subject via 

quantitative and qualitative survey provides the basis to develop a conceptual process framework. Figure X present 

the process framework. This framework assists to identify, employing seven guiding design principles:  

     

Project Management Organising the project structure according to programmers needs; creating and editing 

source files, providing structure views for quick and easy navigation, and so on; 

refactoring to enable fast and reliable code restructuring operations; compile and run 

process allowing the execution of application within the IDE;  

Abstract programming 

commands  

Abstraction is a mechanism which focuses only on relevant information for end users 

without understanding the unnecessary details. Programmers use abstract definition 

while create programs, for example: Programming use abstraction to present coding 

with a certain level of details[44]. 

Common syntax 

semantics 

Even the experience programmers face syntax confusion when they are working on 

different environments. So the proposed tool should present natural language syntax 

which is easier to follow and code [38][39][40][41]. The syntax of a programming 

language is a structure or the grammar of the language. It is a set of standard instruction 

on how to write code including correct spelling, order of commands and punctuation 

marks[42]. Semantics is the meaning of PLs sentences [43]. Semantic error occurs 

because novices fails to understand the concept or functionality of program statements. 

Visual representation Visualisation means IDE that uses visual symbols to create programs and that symbols 

can be in form of flow diagram, icons, tables or forms. 

Intelligent assistant 

mechanism 

The most software provides a small set of guidelines or programming instructions to 

kick-start the learning [45]. An educational PL could have set of instructions either in 

mini or a sub language. Former supports only the fundamental programming 

constructs while later supports only the commands that define basic programming 

constructs like variables, output, looping and branching. 

Analyse and present 

error messages 

Compiler should have error checkers that can provide understandable and informative 

error message before execution. [46] suggested that error messages should be specific, 

user friendly and easy to understand for beginners.  

An interactive 

Pedagogical IDE 

It will be a visual expression for programming. A visual interaction could make IDEs 

more engaging to students. Instant response and feedback based graphical interfaces 

could be used for programming including pedagogical interface, the editor for 

declaring variables, functions, and the debugger to display errors or any messages [47]. 

 

6. CONCLUSION AND FUTURE WORK          

Many researchers suggested that learning programing for novices has always been demanding and frustrating. There 

are various reasons identified throughout many researches including sometimes they don’t understand the teacher; 

they are hesitant to ask any questions; subject is very complicated to learn; it’s very boring to sit through entire class. 
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Therefore, to investigate such issues, this paper conducted an extensive review of two important learning theories that 

have a greater impact on academic learning in computer programming, i) theory of constructivism and, ii) Constructive 

Load Theory. After the thorough and critical review, this research identified and presented seven design principles for 

programming tool for beginners. As discussed, and described, these principles are (i) Project management, (ii) 

Abstraction of commands, iii) Common syntax semantics, (iv) Visual presentation, vi) User guidelines, (vii) Analyse 

and present error messages and (viii) An interactive IDE. From the review of the past literature, some vital gaps in 

knowledge are identified. First, many researchers have employed constructivism and cognitive load theory into their 

research, but this research proposes to integrate both the learning theories for the design of educational programming 

tool for beginner students. Second, many researchers discussed the set of design principles using aforementioned 

theories but not many researchers have measured the impact of such educational programming tool empirically. Then, 

to gather quantitative data survey was conducted, targeting 560 population and to collect qualitative data open ended 

interviews were conducted from 12 tutors. The results of the interviews revealed that this set should include a visual 

environment, which would be supportive and simple to learn and use, a small and simple set of instructions, easy 

syntax close to natural language, and a visual representation of programming elements. Based on the qualitative and 

quantitative data collection and critical investigation of no of research, this paper proposes a theoretical process 

framework of a novel methodology as a validation of these proposed principles. Furthermore, the future work will 

contribute towards the development of the programming tool imbibing proposed design principles and test the model 

using theory of constructivism. verification of the model will be done through teaching expert to develop a robust and 

novel methodology in line with the proposed principles.  
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